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Problem: Check if a directed graph is strongly
connected
You are given a directed graph. Check if every vertex is reachable from every other
vertex.
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Solution:
Perform a DFS starting from an arbitrary vertex 'v'. If any vertex is
not visited during this traversal, the graph is not strongly connected.
Invert the graph (reverse the direction of all edges).
Perform another DFS starting from the same vertex 'v' on the
transposed graph. If any vertex is not visited, the graph is not
strongly connected.
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Minimum Spanning Tree (MST)
An MST of a graph is a sub-graph that is a tree and minimises the sum
of edge weights
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Kruskal’s Algorithm
1.Sort edges of the graph in increasing order of their weights.
2. Initialize an empty list or store the edges of the MST.
3. Initialize a DSU/UFDS to keep track of components.
4.For each edge (u, v) in the sorted list:

a. If u and v belong to different components (i.e., adding the edge won’t
create a cycle):

i.Add the edge (u, v) to the MST.
ii.Merge the components of u and v

5.Repeat step 4 until the MST contains exactly (n - 1) edges
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Prim’s Algorithm
1. Initialize a priority queue (min heap) to store edges based on their weights.
2.Start with any arbitrary node as the initial part of the MST and mark it as visited.
3.Add all edges from the starting node to the PQ
4.While the MST does not contain all vertices:

a.Extract the edge with the minimum weight from the PQ.
b. If the target node of the edge has not been visited:

i.Mark the node as visited.
ii.Add the edge to the MST.
iii.Add all edges from this new node that lead to unvisited nodes to the PQ.

5.Repeat step 5 until all nodes are included in the MST.
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Problem: Connect Cities to Power Plants
You are given a network of n cities connected by m roads.
Each road connects two cities and has an associated cost.
Additionally, k of these cities have power plants already built.
Your task is to connect every city to at least one power plant, directly or
indirectly, using the minimum total cost.
Power plants can transmit power to other cities through intermediate
cities.
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Shortessssst Paths!
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Dijkstra’s Algorithm (SSSP)
1.Assign a distance of 0 to the source node and ∞ to all other nodes.
2. Initialize a priority queue with the source node. 
3.While the priority queue is not empty:

a.Extract the node with the smallest tentative distance from the priority queue. 
b.For each neighbor of the extracted node: 

i.Calculate the distance to the neighbour through the extracted node. 
ii. If this new distance is shorter than the neighbor's current shortest

distance, update the neighbour's distance and add it to the priority
queue.
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Problem:
https://www.geeksforgeeks.org/minimum-possible-modifications-in-
the-matrix-to-reach-destination

https://www.geeksforgeeks.org/minimum-possible-modifications-in-the-matrix-to-reach-destination
https://www.geeksforgeeks.org/minimum-possible-modifications-in-the-matrix-to-reach-destination
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Floyd-Warshall Algorithm (APSP)
1.Create a 2D array ‘dist’ where dist[i][j] stores the shortest distance from node i

to node j.
2. Initialize dist[i][j] to:

a.0 if i == j
b.edge weight if there is a direct edge from i to j
c.∞ otherwise

3.For each intermediate node k from 0 to n - 1:
a.For each pair of nodes (i, j):

i.Update dist[i][j] = min(dist[i][j], dist[i][k] + dist[k][j])
4.After all iterations, dist[i][j] contains the shortest path from i to j.
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Problem:
https://leetcode.com/problems/minimum-cost-to-convert-string-
i/description/
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